Due: Monday, November 13, 2023

Problem 1. Suppose we have a bipartite graph $G=(L, R, E)$ and our goal is to find a minimum size set of edges $F$ such that every vertex in $L \cup R$ is incident on at least one of the edges in $F$. Design a polynomial time algorithm for this problem.
(25 points)

Hint: You can design your algorithm however you like, but perhaps a simple way is to write a natural LP relaxation for this problem and then show that for bipartite graphs, the integrality gap of this LP is 1 (using an approach you have already seen in Lecture 8).

Problem 2. Let $G=(V, E)$ be any graph with integer weights $w(e)$ on edges $e \in E$. For this question, we allow the edges to have negative weight. Consider the following approximation algorithm for the maximum weight matching problem, namely, finding a matching $M \subseteq E$ that maximizes $\sum_{e \in M} w(e)$.

1. If all edges in $G$ have a non-positive weight, return $M=\emptyset$ and terminate.
2. Pick an arbitrary edge $e \in E$ with $w(e)>0$. Create the new graph $G^{\prime}:=G-e$ with weights $w^{\prime}(f)=w(f)$ for every edge $f$ not incident on $e$ and $w^{\prime}(f)=w(f)-w(e)$ for every edge $f$ incident on $e$ (basically, we are subtracting $w(e)$ from the weights of all edges incident on $e$ in $G^{\prime}$ ).
3. Run the algorithm recursively on $G^{\prime}$ to obtain a matching $M^{\prime}$. If both endpoints of the edge $e$ are unmatched, return $M:=M^{\prime} \cup\{e\}$, otherwise, return $M=M^{\prime}$ as the final answer.

Prove that this algorithm outputs a (1/2)-approximation to the maximum weight matching problem.

Problem 3. Consider the following online problem. Unfortunately, you have lost a bet to your (most unreasonable) friend and now have to accommodate them: every day, you either have to buy lunch for your groups of friends at a cost of $L$ dollars or on that day, you just give up and pay a total of $G$ dollars to your friend to end your misery (at least in this bet). However, your friend can also decide at any day that they are done with this bet and no longer want to continue this and you have no idea on if or when they do this ${ }^{1}$.

1. Design a deterministic strategy such that the total money you spend is at most $\left(2-\frac{L}{G}\right)$ times the minimum amount you had to spend if you knew which day your friend decides to stop this bet.
(12.5 points)
2. Prove that the above bound is optimal, i.e., any deterministic strategy that you choose cannot results in a ratio less than $\left(2-\frac{L}{G}\right)$ in the above bound.
(12.5 points)

You may assume in this question that $L$ divides $G$ to simplify the math.
Problem 4. We reexamine the graph sketching technique of Lecture 14 in this question. Recall the setting: We have a graph $G=(V, E)$ with $V:=[n]$ and there is a player for each vertex $v \in V$ who only sees the neighbors of $v$. The players have access to the same shared source of randomness. Simultaneously with each other, they each send a message of length $\operatorname{poly} \log (n)$ bits to a referee (who has no input but has access to

[^0]the same shared randomness), and the referee outputs a solution to the problem. We require the solution to be correct with high probability.

In the class, we designed an algorithm for finding a spanning forest of the input graph. In this question, we examine two other problems in this model.
(a) We say a graph $G=(V, E)$ is $k$-(edge)-connected if one needs to remove at least $k$ edges from $G$ in order to make $G$ disconnected. In other words, the minimum cut of $G$ has at least $k$ edges. We like to design a graph sketching algorithm for this problem wherein each player sends a messages of length $O(k \cdot \operatorname{polylog}(n))$ to the referee.
Consider the following the process: Pick a spanning forest $F_{1}$ of $G$, then spanning forest $F_{2}$ of $G \backslash F_{1}$, then $F_{3}$ of $G \backslash\left(F_{1} \cup F_{2}\right)$, and so on and so forth until picking $F_{k}$. Prove that $G$ is $k$-connected if and only if $F_{1} \cup F_{2} \cup \ldots \cup F_{k}$ is $k$-connected.

Then design an algorithm using $\ell_{0}$-samples of Lecture 14 that allows the players to send $O(k$. polylog $(n)$ )-length messages to the referee so that the referee can find the spanning forests $F_{1}, \ldots, F_{k}$.
(12.5 points)

Hint: Recall that $\ell_{0}$-samples are linear: can you obtain a sketch $A \cdot(G \backslash F)$ from the sketch of $A \cdot G$ if you know $F$ already?
(b) Let us now switch to finding an approximate MST. Suppose every edge $e=(u, v) \in E$ of the graph $G$ also as an integer weight $w(e) \geqslant 1$ which is known only to players on vertices $u$ and $v$. The players are also all given a parameter $\varepsilon>0$. They should each send a message of size poly $(1 / \varepsilon, \log (n))$ to the referee and the referee with high probability outputs a spanning $T$ such that weight of $T$ is at most $(1+\varepsilon)$ times the weight of the MST of $G$.
(12.5 points)

Hint: The approach in Lecture 14 was to implement Boruvka's algorithm by finding any edge out of each contracted vertex. Can you generalize the approach to find a $(1+\varepsilon)$-approximate minimum weight edge instead? You should then be able to run Boruvka's algorithm to find an approximate MST not just a spanning tree.

Problem 5 (Extra Credit). Design a randomized algorithm for Problem 3 such that the expected money you spend is at most $\frac{e}{e-1}$ times the minimum amount you had to spend if you knew which day your friend decides to stop this bet.

To be able to design a randomized algorithm and analyze it properly, you can assume that your friend has decided ahead of time which day to stop the bet and does not change their decision based on what your strategy is in a given day.


[^0]:    ${ }^{1}$ As I told you, they are particularly unreasonable ...

